**Practial No.06**

Q.A] Write a program to solve Missionaries and Cannibals problem.

**Code:**

import math

# Missionaries and Cannibals Problem

class State():

def \_\_init\_\_(self, cannibalLeft, missionaryLeft, boat, cannibalRight, missionaryRight):

self.cannibalLeft = cannibalLeft

self.missionaryLeft = missionaryLeft

self.boat = boat

self.cannibalRight = cannibalRight

self.missionaryRight = missionaryRight

self.parent = None

def is\_goal(self):

if self.cannibalLeft == 0 and self.missionaryLeft == 0:

return True

else:

return False

def is\_valid(self):

if self.missionaryLeft >= 0 and self.missionaryRight >= 0 \

and self.cannibalLeft >= 0 and self.cannibalRight >= 0 \

and (self.missionaryLeft == 0 or self.missionaryLeft >= self.cannibalLeft) \

and (self.missionaryRight == 0 or self.missionaryRight >= self.cannibalRight):

return True

else:

return False

def \_\_eq\_\_(self, other):

return self.cannibalLeft == other.cannibalLeft and self.missionaryLeft == other.missionaryLeft \

and self.boat == other.boat and self.cannibalRight == other.cannibalRight \

and self.missionaryRight == other.missionaryRight

def \_\_hash\_\_(self):

return hash((self.cannibalLeft, self.missionaryLeft, self.boat, self.cannibalRight, self.missionaryRight))

def successors(cur\_state):

children = [];

if cur\_state.boat == 'left':

new\_state = State(cur\_state.cannibalLeft, cur\_state.missionaryLeft - 2, 'right',

cur\_state.cannibalRight, cur\_state.missionaryRight + 2)

## Two missionaries cross left to right.

if new\_state.is\_valid():

new\_state.parent = cur\_state

children.append(new\_state)

new\_state = State(cur\_state.cannibalLeft - 2, cur\_state.missionaryLeft, 'right',

cur\_state.cannibalRight + 2, cur\_state.missionaryRight)

## Two cannibals cross left to right.

if new\_state.is\_valid():

new\_state.parent = cur\_state

children.append(new\_state)

new\_state = State(cur\_state.cannibalLeft - 1, cur\_state.missionaryLeft - 1, 'right',

cur\_state.cannibalRight + 1, cur\_state.missionaryRight + 1)

## One missionary and one cannibal cross left to right.

if new\_state.is\_valid():

new\_state.parent = cur\_state

children.append(new\_state)

new\_state = State(cur\_state.cannibalLeft, cur\_state.missionaryLeft - 1, 'right',

cur\_state.cannibalRight, cur\_state.missionaryRight + 1)

## One missionary crosses left to right.

if new\_state.is\_valid():

new\_state.parent = cur\_state

children.append(new\_state)

new\_state = State(cur\_state.cannibalLeft - 1, cur\_state.missionaryLeft, 'right',

cur\_state.cannibalRight + 1, cur\_state.missionaryRight)

## One cannibal crosses left to right.

if new\_state.is\_valid():

new\_state.parent = cur\_state

children.append(new\_state)

else:

new\_state = State(cur\_state.cannibalLeft, cur\_state.missionaryLeft + 2, 'left',

cur\_state.cannibalRight, cur\_state.missionaryRight - 2)

## Two missionaries cross right to left.

if new\_state.is\_valid():

new\_state.parent = cur\_state

children.append(new\_state)

new\_state = State(cur\_state.cannibalLeft + 2, cur\_state.missionaryLeft, 'left',

cur\_state.cannibalRight - 2, cur\_state.missionaryRight)

## Two cannibals cross right to left.

if new\_state.is\_valid():

new\_state.parent = cur\_state

children.append(new\_state)

new\_state = State(cur\_state.cannibalLeft + 1, cur\_state.missionaryLeft + 1, 'left',

cur\_state.cannibalRight - 1, cur\_state.missionaryRight - 1)

## One missionary and one cannibal cross right to left.

if new\_state.is\_valid():

new\_state.parent = cur\_state

children.append(new\_state)

new\_state = State(cur\_state.cannibalLeft, cur\_state.missionaryLeft + 1, 'left',

cur\_state.cannibalRight, cur\_state.missionaryRight - 1)

## One missionary crosses right to left.

if new\_state.is\_valid():

new\_state.parent = cur\_state

children.append(new\_state)

new\_state = State(cur\_state.cannibalLeft + 1, cur\_state.missionaryLeft, 'left',

cur\_state.cannibalRight - 1, cur\_state.missionaryRight)

## One cannibal crosses right to left.

if new\_state.is\_valid():

new\_state.parent = cur\_state

children.append(new\_state)

return children

def breadth\_first\_search():

initial\_state = State(3,3,'left',0,0)

if initial\_state.is\_goal():

return initial\_state

frontier = list()

explored = set()

frontier.append(initial\_state)

while frontier:

state = frontier.pop(0)

if state.is\_goal():

return state

explored.add(state)

children = successors(state)

for child in children:

if (child not in explored) or (child not in frontier):

frontier.append(child)

return None

def print\_solution(solution):

path = []

path.append(solution)

parent = solution.parent

while parent:

path.append(parent)

parent = parent.parent

for t in range(len(path)):

state = path[len(path) - t - 1]

print ("(" + str(state.cannibalLeft) + "," + str(state.missionaryLeft) \

+ "," + state.boat + "," + str(state.cannibalRight) + "," + \

str(state.missionaryRight) + ")")

def main():

solution = breadth\_first\_search()

print ("Missionaries and Cannibals solution:")

print ("(cannibalLeft,missionaryLeft,boat,cannibalRight,missionaryRight)")

print\_solution(solution)

# if called from the command line, call main()

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAgkAAAEICAIAAABatPCXAAAAAXNSR0IArs4c6QAAJ7lJREFUeF7tnb124sqWgHfPQ8wTQAcePwFEZzLuSRx5zY06w6GdOHPozAmEduZo7uqok4uTWXMieAJPB4YnuC/BbKkkIUBS1RZ/EnxaXr3OgVL9fCXYKkns79vr6+twOBQ2CEAAAhCAQErg30ABAQhAAAIQ2CBAbOCQgAAEIACBTQLEBo4JCEAAAhAgNnAMQAACEICAjwDrBh8h3ocABCBweQQKY8PHX/3+P8YfWzSsr18eTkYMAQhA4CwIFMaGwR/T6X9+//pH/+6vj0VumNbXz4IQg4AABCBweQS+Vf++4f/Gd//z++rvj/f/3lljY3398sAyYghAAAItJuC53/Af96/3j/Lf3f5f+fWDiPX1FhOi6xCAAAQuj4AnNuj6YPwif59P/9haN5hevzywjBgCEIBAiwmUxoZ/fYz1fsO/vj/qyiF/Qcn6eovZ0HUIQAACl0qg9Dml//36/l/T1z8G+fVC9JyS5fVLhcq4IQABCLScgOdedMtHR/chAAEIQKAOAX77Voca+0AAAhA4bwLEhvOeX0YHAQhAoA4BYkMdauwDAQhA4LwJEBvOe34ZHQQgAIE6BIgNdaixDwQgAIHzJkBsOO/5ZXQQgAAE6hAgNtShxj4QgAAEzptAQWwY9+XbNxlnCZQ+ov/91l9x+LiT/ngPWPZVj7Urp2q3up9365DLCmvno+n4Jv07+RjL3XYmdSuOrfIbfFyLq+MhpH53zGgn93GchDSYlNlru808Tgw0KAqBHQgUxIb7d+mJ/HxJP26/pNeTyXTVyOBVpvc7tJnuuq96rF05VbvV/XxdytA3Ev22+nqU5TL6mz7K10/fDrXe3+Cj/zvSA8K0DaIezkemffZR2N6ungmVhddmHif7wEQdEPATKLmmNJTbz/gzs5BnkdusnvLzsnHufLafW2QUvx5ST/qhXYyT0+R+fCqqK5jVh/lD7uJVjv7d5U5R3amunrTqmXW0V7ZLWbuLVT16Pp7POVs2rmK0Rf2p6n+uXf8KIJ6L+yyJSUfup/I6iDtiabeaZ+n5/jxFpDBza8pC/hXHnY2niP+4Kv9yd91w43V4swMjfiM6Nh5m8jd3XKVlHM8yDqv+hByfcQeiFeG30gjk/4xSAgInIaD+huXGNl/2hsvlZNkbLSfD5XCyHPX0/1bbfBS9ld/cK/P4pflkKb3kzbLX3dvb9WhDI1dL9PZy2EvrHEV1TuK3tEv51udpedfV1abdkGggUYF5/G9W8Vb/R1ps9fZyqMPP9XB7XJvE8nCK+qMjLey/DtANyo0r41ZcfzwjZVshh7J2y16vmBftW9JEPC8Z6VL+RfNbfTxsD62sfNlxUtZ/rWd1bKxj3Di2833Yy/GpFQ4lOhTzx2bF8cNbEGgIgfJ70QO5/inPn+mZaWXg6txHhbvx+dGPZ5m8J6XLXi+ubCE/r9fOi2+u5Z/pKerwSVzev8FNbu+FvPxITvG0qxtbbyTTV+noXp3437JN231LOh+dLXbl7S05y7P1Pz4VLetPQf8/5PM2GVQ0rsfoUl7NzdRu3EYxz/LmR+8pw4483sovt3ar5L9dmZVncfnK46QmwJDdahyfcbV6tVCvsLkFHhsE2kKg6jml16lMc7cZqoekhaPr4HN5v5W//ViVLXt9L4DuunL1lFx/13Zrbh257iWVuEv5+U+yqf/76U/ZMLp6F6j4vcO2W461RrsmntEXa8lxVXOu2Q0CEAgjsJ9nWPWGXnK5XE/Pv0vvOmm87PXivnWimxyr52EW8utT/qw83//syZ/6jannrx/yssONWV2gFD5RY+v/Qmz9iVdm2bX7jxeZVc9ZR57y/YzvVUTYre2GHRkbpR5+yCJewynqHz/lRk+D7e3aeOrNhsLjynqcxCP5/Eo63//b5vi/3LjiW1PresP1krXa1Sq431DriGOnUxPYvt+g59B6eVT/okv/eu8h/V+9YOqunOb/3FVUvWir1+iT13PX0MteL6snqiqtp5de1I4ujseNRpeM47sI0Y2E+Mp79pbeV5jExdztio36s2vNFe1Gl/vd0HrxXYrKcZVe9E+7mu9PRf/dPZVsdFH30ls1FU0kM6L3ZtJr2IUcytqt6E8hH0dG28raze6RBPLPrraXHQ9lg60ov32cbM/76ip/xlkPqniOsjs3entse1z7Oj7duLjf0JAL6HTDRAB/w6mDM+1DAAIQaB6B/VxTat646BEEIAABCNQnQGyoz449IQABCJwrAWLDuc4s44IABCBQnwCxoT479oQABCBwrgSIDec6s4wLAhCAQH0CxIb67NgTAhCAwLkSIDac68wyLghAAAL1Cfhjg/421Za7v35nkj0P5Q9Ik2u6ZK5Vv4BdH0KmTFhL1bnzMLMK9uUJ2Fc9u47sRJzreCZ2HepR9z/G5yL2gmx8NAKPq3y+24NyCeyPtw/7qsfbkKdA/vNyZP6airjim7AgD2v+x3P6O+Q0KanpN3X7LbyWdzO46u08mrqr/sp3leo1pCr9ZXiaDjZfvCJ/Z0itZ1/mJJzrHSeFc9GK+a033rI8yo7DRp5j04G6lu92fc9W8DQNdo+F8zNyZP6b6atzo/KsG8bPMrxZC3urk2jNdZMtKdrjDyiO4SX+hmiwXZnN0iytzktRkfe/qHYndHOeg4+PMJ9EiLdA7XuZJ2NfvgGTDyPmkCnh3Glj3g9YAOOQnJPmCj0TeZ5e/4dxfl27Z/O50HzA8juduvLjKvF2KEynV8nsKV/JUbGSphh5Xvjn5cj8tbnP55KLKNXrBk0Fs+ZEyDsSNEdNmr9Ig00r/AFl64Yyf0MURON1w/ZmOA+Kc1LpYsVlH9JkRBuxusU+jHIXQuG64bCc47xehZ6JCt9DmX/CML/xufbKD9HCz8XqCJzHudHWXRPFHgtXJi6/Sk6VHuHb6w8Dz8v7vJyWf/5rPP9FV7lu0ESbInGe02TTxKiJaExf6ESJ6RMNWUv8AWWLhjJ/w65XErP9exGoznfVJkTChu6Vp+LW+DAGcqupZJMzZ/mpOoqKkZV7MvbGWaTAM1HhXTD6J8r6eQafi9lDvOzryu8nn7JFeap/0M20ygef1qgMJ0WeFesEX97n5YT8r3rye14wQ/570Rs7Fd7CrZHH33q0FJbfsV29DBLluK70N+ylnzUqaYsPQ78anuPrCXr58anEIt5YzjseP/lpbfvnQkVYkeJ7El1hKBNo1ziMj7ZL2z8vDeRfGRv0S1MkH1HUc/AjvbCo2fxb5w8oO1LL/A3VR3Zx3n93ifZupw9Fm3wY8dJhPPYtGmIeR+Bc4Jko8y74/BPh83s2n4vOIHZzVR+9ylNPBVwwXETnBIFbOM/ACrNiZ/N5OQF/vbs0k6v81aEMa/X9hu2Lj1nefL2w2zJ/QOp+yPsnskurZf6GNV9F7pGtwrz/7jJrppFwF+8SGUCs4HbmAHfjQZtuuw8juToZj2t1jfpEnCs8E9rPQt9DmX8iupBe5HUonF8H4Rw+F+l9NXfbZnXo5pQt2Swn3pHYh7EhU9n2rJh4Xu7n5RT83f3UVFq/dl9VWvEM6x4fFzt0Vflbc4duqyn1r9+RPk6vTsX5VO0eh2qNVrLYUGPfKKbmbmXXq6F9e+3187Ij/4pnWH2xIZ482w8C2jdX++tx/IjF+lMe+6u8eTWtFlu5J9aO0c1TcT5Vu8dgamsjWls4A2MqSbTt70pfGM89fl72xr9k0aCTg/fNem2T8hCAAATOn4D5OaXzR8IIIQABCFw8AWLDxR8CAIAABCCwRYDYwEEBAQhAAAKbBIgNHBMQgAAEIEBs4BiAAAQgAAEfAf+6YcPfoGkXXfbN7TzvhW3ZypfnfawYyF78CprXQdOarmWUrGRXXL46H7pvMngfAhCAQEMI+GLDhzxcpwn19BfyY9FfyE+XUeqVp6tV/oyywVjLa6q2KKnLyAJnIc+fMo+7pH9ZKkANaYa0MB/yQ8c1jWqYfo+TLFVvZeU78nQtL97dfdXzPgQgAIHTErD5GzQ/6LQkn1rhMKzlS1kcOO//xy+5/TNtvCufv3yhobx8VT700041rUMAAhAIJuCJDZqG6WYr7bKekuu1l+ffoXHCWn678+MXeYxP6qPz+kd5SXOBDV5lOZee/hbZrRum8a6daGUz6onm9dlYTIRi0dTkpi1fXhMUzuSf4cZRU0MUhgAEIHAUAjZ/g+vSvX5Nz6NcjCvZU2VfreU3KztK3v890i7Lh77HJqgKAhCAwEEJ+O43lDWuTg91B6rjI3Czls9XexS/wprdQlOT+zZreV99vA8BCECgQQRs/oZVnnQV5L7ILP8dWuQtsJYvA3PovP+Ro/UraVzHdX2T60jRuKrKV+RDb9C80xUIQAAClQRs/gbVw8Z+gu38i9veApdn0VS+zGegNR3Or5BkhIydCs6vkN+Kx6UjKylfkQ+9TqJK9oEABCBwCgK+PKx61vxLlq/+AKtLBNUFhz/FZC3v70FYCWu71vL6Y4tfNz7jblhXKQUBCEDgVAR89xsGMvpM/X8VfdTbxbNSXXDBftby+8JjbddeXn9s8bj1ZNe+uk89EIAABI5DwLduOE4vaAUCEIAABJpEwLduaFJf6QsEIAABCByHALHhOJxpBQIQgECbCBAb2jRb9BUCEIDAcQgQG47DmVYgAAEItIkAsaFNs0VfIQABCByHgD825P0Ni4VEPoZ+aCYlHYPN31A5aP3pQEgGJ00MrqkA/Xm2wwDfxYkFna8iZMPrEEKJMhCAQMMJ+GLDur+h05GBpul+Ch2U2d9QWbFmXQ35bZ0mBq8wQJi8DhqN5ClO5qq5BT8D4g1eh9BDg3IQgECjCdj8DdahWP0NzuCmi4NktZH5ecp9cMl5vZaMlwurhcVX4qf7llWiUrZv8jCTv8XrgJC1hUajRBakuQIDImKFBwKvg/XgoTwEIHBCAnX8DdbuhvsbIh/DRGYPkRzifS7Ld+k6EUKJD05rvnLn9e/y9VN6o9XC4u1BnrSGpUyu5XkcV7KL12EhWkcmlQslgNchlBTlIACBZhGo42+wjsDqb4i+4l9Fr1/pt3n0b9mmCS1UJuESVGyd1w8nMoj3HdxY+7tVXu+yzNOGdqgMr8MO8NgVAhA4KgHf/YZ9dWYXf8O++lCrnsVH5J0eBKdIwutQCzM7QQACzSJg8zdU9f2Q/obidjuRe27sLjrpNZ/nULJf8S7RA0XfdL90K+q/BoZ5N1l/aIhYe0oKr0Mob8pBAAItJGDyN6wkCrHqQHqrtOKH8DcMJ0n9FV6HYS/pyWSUqBcys0K0uzqj160M88lS9dKu85O5p/8b7ebVDngdTpFSnjYhAIEjEfDlYW2Pv0GfU9KVQ8hDroUR3OppsJbH69DCEye6DIHLJeC739B4f4N7CEr/okeb7utOpN3TYPVV4HWoOzfsBwEInICAb91wgi7RJAQgAAEInJiAb91w4u7RPAQgAAEInIAAseEE0GkSAhCAQMMJEBsaPkF0DwIQgMAJCBAbTgCdJiEAAQg0nACxoeETRPcgAAEInICAPzbk/Q3aQavPwOZvKM+3WsHGZW8NTK1aWE8NLwWehhMcrTQJAQgci4AvNqz7G6w+A7O/oSTfahWNhehPB+aaijX+y1KlmjwNVi+F5s/4ob+zm0YtTr/nvA4debqWF03AxAYBCECgzQRs/garz8DqbygluVhbr2RJkKIVQ1dmM+m6dUM/rsDuabDOIJ4GKzHKQwAC7SJQ199g8RmE+xvK2I1f5DE+SY/O0x/lJdVzRr6HufQ0QZJbN0zjCnbxNNSbPTwN9bixFwQg0FQCtfwNRp+B1d+wyUoTWrylKwNdHHTl7S3Km93YDU9DY6eGjkEAAoEEfPcbtqqx+gySCnbxN3TkOlsZpPcVgn0KgRzMxfA0mJGxAwQg0B4CNn+D1WegV5Pu0jP8jxeZXefAFPkPyrjdXK+7E8L4hnsaqurD0xBGm1IQgMBZETD5G8w+g/lyNEwNCsNlTpewLPQfVHgaVuqI3rKXVjVy8obsb7jKbG7yNJi9FMtlZonISx2i5ufLXm9tpEfKtk4zEIAABPZHwJeHtT3+hsCIbfUuWMvjaQicCIpBAAJNJuC739B4f4MNLp4GGy9KQwACF0rAt264UCwMGwIQgMBFE/CtGy4aDoOHAAQgcKEEiA0XOvEMGwIQgEAFAWIDhwcEIAABCGwSIDZwTEAAAhCAALGBYwACEIAABHwE/OuGDX9DsbegvBmbv6Gyu/rTgf7YNyBNwzqOcrJmv8f271Dd6Fj6cZLX/p0mePVveB38jCgBAQg0noAvNqz7G0q9BSXjNPsbKnlp1tXpvZ+oJgafj0qLmbwO5v7jdfDPDyUgAIEWELD5Gyq8BYVjtfobnMFNFwfJaqOf5lst98ElHjotGS8XVguLr+R8X6UOSUonu9fB3P9fcvtnSqIrn79WVAaP8vkctPJowVFDFyEAgXMnUNff4LjkvQXlpML9DZGPYSKzB3n+Le9zWb5L113HKfHBac1XT7G54V2+fkpvtFpYvD3Ik9awlMm1PLsrUXW9DuH932SA1+HcPz+MDwLnSqCWv8EIw+pviL7iX0U9nfptHv1btmkCDJF7l61bc4A/rZUbTmQQ7zu4MXZ3q7i1/2Xt4XXYdSbYHwIQOBYB3/2GrX7U9Bbs4m84FouqdoL7X5NPE8ZIHyAAAQikBGz+Br1oLl/JrupjuM6fkhd5Dvblbyier47ciozdRSd1lD6Hzmq418Ha/yo+Ir9nctUN7STlIAABCJySgMnfEOkJRqmPYbSWKbzQx6Aeg138DcNJ0kSF12HoFA695WS0dCqFrIfR7pPN3pq8Dtb+V/DB67C/xPLUBAEIHJyALw9re/wN+pySrhxCHnItDMVWT4O1PF6HU54B0TYEIGAk4Lvf0Hh/g3uISP+iR5sCfv1QzAevg/G4oTgEIHDeBHzrhvMePaODAAQgAIEiAr51A9QgAAEIQODyCBAbLm/OGTEEIAABHwFig48Q70MAAhC4PALEhsubc0YMAQhAwEeA2OAjxPsQgAAELo+APzbk/Q2LRZwhtR/kUXAwbf6G8nyrFVPjsre6v9rahiSfa+xpCNnwNIRQogwEINBSAr7YsO5v0Mx3g3uZrme1qxi52X9Qkm+1Cu5Cnj9lrqlY479Xl3pPc2lkqbkDZkaji7h8rnO5/QwIMHgaAqhSBAIQaC8Bm7/BOk6r/6C0/oXkz+sz/1q0YujKbCZdt27oxxXYPQ2aGzwJKlv5XAu7VOGxwNNgPUgoDwEINJDAbv6GsAHV9x+k9Y9f5HGarAymj/KSXvaJfA9z6fWSt5bTeIe6ngYXV9T1kC0+wsa37rHoyPVM/hmiDw2tnXIQgAAEjk2gif6GTQaa0OItXRno4qArb2+pym2/uPRuyjwVQuxQM56GHeCxKwQg0AgCvvsN++pksP+goEE9E89WBul9hfS2wr76J4uPKN4MguvF07A39FQEAQg0j4DN31DV/0P6G26uDU9GZZ0M9zRoYJh3E0+choiVdFrrKhoXnobmHcn0CAIQ2CsBk7/BSRpWf71VDvFD+Bu0odTgsFw13Vv2hmpDiLaRkzdkf8NVf0yehg0/hPNAuK14XOUeCzwNB88rTwMQgMDhCfjysLbH3xAYMa3eBWt5PA2BE0ExCECgyQR89xsa72+wwcXTYONFaQhA4EIJ+NYNF4qFYUMAAhC4aAK+dcNFw2HwEIAABC6UALHhQieeYUMAAhCoIEBs4PCAAAQgAIFNAsQGjgkIQAACECA2cAxAAAIQgICPgH/dsIu/oYbvoaLD+tOBtV8slxTVxOC7iBw2arV6HYrLa2rYvubxY4MABCDQDgK+2LCbv8Hqe6hmpllXp/d+rJoYfD4qLXZQr0OpB6IjT9fyogmb2CAAAQi0gcBh/Q1WAs7gpouDxBaX+XnKfXDJebqWjJcLq4XFl/RTqUPynXx4r0OFBwKvg/VgoDwEIHBCAsfwN4QPL/IxTGT2IM+/5X0uy3fpugsxJT44XQRcOV/bu3z9lN5otbB4e5AnrWEpk2t5VieDbsf0Omx7IPA6hB8HlIQABE5N4Bj+BusYo6/4V9HrUfptHv1btmkCDEl1C1u+tuEkyas6uLG2v1Xe6nUoKY/XYeeZoAIIQOBIBHz3G47UjeY2Y/U6WMs3d+T0DAIQuGACh/U3VIEt8iLYJqIjtyJjd9FJr+E8h+59OK9DlQdC5PdMrrqhnaQcBCAAgVMSOKi/wep72PAoDFN7w8brea/D0CkcesvJaOm8C/NRYnSIdp8k/50pGQ7qdajwQOB1OHzCeVqAAAT2RsCXh7U9/gZ9TklXDiEPuRaGYqunwVoer8Mpz4BoGwIQMBLw3W9ovL9Bv6P10VX9ix5tCvj1QzEfvA7G44biEIDAeRPwrRvOe/SMDgIQgAAEigj41g1QgwAEIACByyNAbLi8OWfEEIAABHwEiA0+QrwPAQhA4PIIEBsub84ZMQQgAAEfAWKDjxDvQwACELg8Av7YkPc3KJ/9+AzKQJfnW62YGpe91f3d1cqDbfVMlJbH03B5HyFGDIGzJOCLDev+hlI/QQkba/myfKtV6Bfy/ClzTcUa/70OkrImT4PVM1FaHk/DWX5KGBQELo+Azd9Q4ScoRGctX8p/sbZeyQRq0YqhK7OZdFNVQ1SD3dOwx3nH07BHmFQFAQicikBdf8O2n6B6BNby67WNX+RxmqwMpo/ycpe8Hfke5tLrJW8tp/Hru3gadp8HPA27M6QGCEDg1ARq+Rv25DMIHbsmtHhLVwa6PujK25vUuq0Q2uCO5fA07AiQ3SEAgZMT8N1v2Oqg1U9gLV9ARM/Es5VBel8hva1wcoB0AAIQgMAZErD5G6r8BEU+Bmv5MsA31zkRdPAshHsaqqq0eybwNARPEQUhAIGmEjD5Gyr8BE7VMJqvZQ/fsXze07BSQfSWvaHaEKJt5OQN2d9w1brJ02D1TFSUx9Owt/zxVAQBCJyOgC8Pa3v8DYHB1+pdsJbH0xA4ERSDAASaTMB3v6Hx/gYbXDwNNl6UhgAELpSAb91woVgYNgQgAIGLJuBbN1w0HAYPAQhA4EIJEBsudOIZNgQgAIEKAsQGDg8IQAACENgkQGzgmIAABCAAAWIDxwAEIAABCPgI+NcNO/obFmPp9yOzQn/s64vvff3pQEgl2mJtkcNGF6xeB939Q8cbJ4Xt32lC2HTD6+CbXN6HAAQaRcAXG3bzN2hKvB8i0ziF6vR7TfFOxkuzrk7v/fQ69zIflRY7qNdBw9KzjjdO+vR0JT+ycIjXwT9vlIAABBpE4LD+ho9fcvtnOtqufP7yjNwZ3HRxkJx999N8q+U+uMRDpyXj5cJqYfGVnL9/yyo5vNdBw1JZ9MLr0KCjnq5AAAI+AsfyN7h+fHq6E/kYJjJ7kOff8j6X5bt03XWZQXQmvr0a0EXA1VMsb3iXr5/SG62+mt8e5ElrWMrkWp7d+fuxvA7aK41SOoS1OIHXwXcs8j4EINAcAkfxNxiHG33Fv4p6N/XbPPq3bNMEGCL3Llt3R+6f1soNJzKI9x3cGJvfufi9XkOby61s3h3B67AzWiqAAASORMB3v2GrG1Yfw+95rorrI43q9M1orHqUKHaxQQACEGghgcP6G/Qiu3wlVD5e5Dp/Cm/3Imzi7UTn5mN30Umdo3oXOGw7nNdBrybdpUY6He9sPRbidQibH0pBAAINIHBQf4PmHp+PEr9Cb7SWiTzE9zCcJLtseCDyXoehUzj0lpPR0jWRtRjtPtls/aBeB5U3jGKPhf5lkolkDPNlr5doJ06Xkp2WIQABCAQR8OVhbY+/QZ9Tip4fDXjItTAiWz0N1vJ4HRpwIkQXIACBUAK++w2N9ze4h4Lcc0HvdQODXpL6OZOn8N3t5Z8/5RHJdehhSTkIQODEBHzrhhN3j+YhAAEIQOAEBHzrhhN0iSYhAAEIQODEBIgNJ54AmocABCDQQALEhgZOCl2CAAQgcGICxIYTTwDNQwACEGggAWJDAyeFLkEAAhA4MQF/bNjwNxT7CcpHYfM3lOdbreDksre6v+xnyVautn7iabDypTwEINAqAr7YsO5vKPUTlI3Z6m8oybdahXQh+tOBeaxM0L/X9DcEJk+D1TOBp6FVBzmdhQAEzARs/oYKP0Fhy1Z/Q2n3F5J4GtZ9atGKoSuzmXTduqEfV2D3NFj7iafBfKCxAwQg0CoCdfwNxX6CkGH7/A1ldYxf5DGWx0X+uEd5uUsKRr6HufR6yVvLafz67p6GsH7iaQiZc8pAAAJtJFDH31DmJzjU+DVBxVu6MtDFQVfe3lIf3KGaDKoXT0MQJgpBAAItJOC731A2pGA/wR78DWpMy1YG6X2FvacmqtnPYA4tPDboMgQgcLkEbP6GKj9BkY9hX/6Gm+tNh1rIjIV7Gqz9xNMQwp8yEIBAiwmY/A0VfoJCH8OO/oa8p8HV71QNmRph5OQN2d9wlZfc5Gmw9hNPQ1ACeApBAAKtJeDLw9oef0NgfLZ6F6zl8TQETgTFIACBJhPw3W9ovL/BBtfuXbB6HfA02GaE0hCAQCMJ+NYNjew0nYIABCAAgYMS8K0bDto4lUMAAhCAQCMJEBsaOS10CgIQgMBJCRAbToqfxiEAAQg0kgCxoZHTQqcgAAEInJQAseGk+GkcAhCAQCMJ+GND3t+wWEjkb+gbfqVs9SJUUNKfDvTHfora4i4ih40G8vlf/W3jdQhhRBkIQKDxBHyxYd3f0OnI4F6mT8HDsvobKivWrKvTe3/TmkB7PiotZvI6aDSSpzjJ61xuP/3iILwO/umhBAQg0AYCNn+DdURWL4IzuOniILHL9dN8q+U+uOS8XkvGy4XVwuJL+qnU4cP12+510GiUyII0p15ARMTrYD1CKA8BCDSTQB1/Q/2R+LwIkY9hIrMHef4t73NZvkt3EbdW4oPTRcCVO69/l6+f0hutFhZvD/KkNSxlci3P7krULl6HhWgdmVSumgBeh/pHCHtCAALNIFDH33Donkdf8a+i16/02zz6t2zTBBgi9y5b99Z5/XAig3jfwc3O/dW7LPO0oYDK8DoEQKIIBCDQaAK++w07d76mF2HndvdVweIjuq41sPoi8DrsawKoBwIQOAUBm7+hqoeH9DcUt9uRW5Gxu+ik13yeQ/mFex00MMy7yfpDQ8TaU1JF48XrEDoHlIMABBpOwORvWEkUUpVClpz8EP6G4SSpfpiXNMT/nb6zHDqFQ285GS17o6j8fJQYHaLdJ8l/u7eidydLlcglu8xXudUL+7/RblaJ7lY83vlylHomMslE2vCy11PvAxsEIACBFhDw5WFtj79Bn1PSlUPIQ66F0drqabCWx+vQ8JMkugcBCOQJ+O43NN7f4B4K0r/o0aaAXz8UTz9eBz4WEIAABHIEfOsGYEEAAhCAwOUR8K0bLo8II4YABCAAAWIDxwAEIAABCGwSIDZwTEAAAhCAALGBYwACEIAABHwEWDf4CPE+BCAAgcsj4I8Nu/gbzL6H8nyrFVPjsre6v7sk56p5Jq2ehuLymuq1r7/RZoMABCDQbgK+2LCbv8HseyjJt1rFeCHPnzLXVKzxX5Yq9aCehlKvQ0eeruWlbnxq96FE7yEAgTMicFh/w95ALSR/np6dmEcrhq7MZtJNVQ1Ri4f3NFR4HQaP8vnM0mFvM09FEIDASQgc199Qd4jjF3mcJiuD6aO8qI4t3iLfw1x6miDJrRum8avH8jS4OLTpdejI9Uz+yXWlunPNfhCAQBMINNHfsMlFE1q8pSsDXR905e0t9cHtF6HR06CBodDrcNWTtczk++0ktUEAAhA4PAHf/YbD98Dfgp6JZyuD9L6C1afgbcXqabCW93aAAhCAAASaQ+Cw/oaqcRb5D8rK31yvuxPC+B3O01DldRD5PZOrblgXKQUBCECgmQQO6m+w+h4qPA2rqnrLTI0wcvKG7G+4yop+UE9DhddBFQ14GlqQnJ4uQgAClQR8eVjb428IDL1W74K1PJ6GwImgGAQg0GQCvvsNjfc32ODiabDxojQEIHChBHzrhgvFwrAhAAEIXDQB37rhouEweAhAAAIXSoDYcKETz7AhAAEIVBAgNnB4QAACEIDAJgFiA8cEBCAAAQgQGzgGIAABCEDAR8C/bsj7G7S2xThSFKgpoa9J5gI2a/mKKvWnAyGNaou7iBw2OvCh442TvPbvgrKrFpfH6xBwqFAEAhBoDgFfbFj3N2iKux8i0zgl6vR7gEjHWr4SjGZdnd770XXuZT4qLWbyOmiYedbxxkmcnq7khy8clpbH6+CfN0pAAAINImDzN3z8kts/09535fOXZyTm8rHBTRcHydl3P823Wu6DS7wOWjJeLqwWFl/J+f63rBK710HDTEg0yihUlMfr0KCjnq5AAAI+Arv5Gz591W+87ysf+RgmMnuQ59/yPpflu3SdCKHEB6eLgKun2NzwLl8/pTdafZW/PciT1rCUybU8u/P9ul4HbUWjjnYpME4Ul8frYDxYKA4BCJyQQBP9DdFX/KuoT1S/zaN/yzZNgCFy77J1d+T+aa3ccCKDeN/Bza547/Ua2lxuJehuhzZWVh6vw64zwf4QgMCxCPjuN2z1Y81ac+3vprW8v8aTlNDY8yhRLArcrOUDq6UYBCAAgaMQsPkb9KK5fCX9+niR6/wpeZGPwVreNuROdC4/dhed1M2pd43DtnCvg14duvtYjXeWj4VF460qj9chbHYoBQEINIKAyd+g6b7no8SX0ButJf92foXRfDMjuKn8hhdhOElqq/A6DJ3CobecjJauS1mL0e6Tzd6avA4qYxjF49K/TBrh+lQ83vLyeB3Ilg8BCLSIgC8Pa3v8DfqcUvS8acBDroUx2eppsJbH69CIUyE6AQEIhBHw3W9ovL/BPRTkniN6rxsY9JLUz5k8he9uL//8KY97l1yHzTGlIAABCFgJ+NYN1vooDwEIQAAC7SfgWze0f4SMAAIQgAAErASOHRu+xZu1l5SHAAQgAIFjEjh2bDjm2GgLAhCAAATqESA21OPGXhCAAATOmQCx4Zxnl7FBAAIQqEeA2FCPG3tBAAIQOGcChbHh469+/x/jNFnEavjW188ZHGODAAQgcMYECmPD4I/p9D+/f/2jf/fXh0tX5Dbr62fMjaFBAAIQOGcCnt++/d/47n9+X/398f7f13NlW1/PELoHWDWpyDlDZWwQgAAEWk7Ac7/hP+5fNTf1f3f7f+XXDyLW11tOie5DAAIQuCwCntig64Pxi/x9Pv1ja91gev2yoDJaCEAAAi0nUBob/vUx1vsN//r+qCuH/AUl6+st50P3IQABCFwigdLnlP736/t/TV//cF7NZIueU7K8folAGTMEIACBMyBw7Dys3Is+g4OGIUAAAmdPgN++nf0UM0AIQAACZgLEBjMydoAABCBw9gSIDWc/xQwQAhCAgJnAsWODU2mbu8kOEIAABCBwRALHjg1HHBpNQQACEIBATQLEhprg2A0CEIDAGRMgNpzx5DI0CEAAAjUJEBtqgmM3CEAAAmdMgNhwxpPL0CAAAQjUJEBsqAmO3SAAAQicMYH/B9Per/pIxme8AAAAAElFTkSuQmCC)

Q.B] Design an application to simulate number puzzle problem.

**Code:**

'''

8 puzzle problem, a smaller version of the fifteen puzzle:

States are defined as string representations of the pieces on the puzzle.

Actions denote what piece will be moved to the empty space.

States must allways be inmutable. We will use strings, but internally most of

the time we will convert those strings to lists, which are easier to handle.

For example, the state (string):

'1-2-3

4-5-6

7-8-e'

will become (in lists):

[['1', '2', '3'],

['4', '5', '6'],

['7', '8', 'e']]

'''

from \_\_future\_\_ import print\_function

from simpleai.search import astar, SearchProblem

from simpleai.search.viewers import WebViewer

GOAL = '''1-2-3

4-5-6

7-8-e'''

INITIAL = '''4-1-2

7-e-3

8-5-6'''

def list\_to\_string(list\_):

return '\n'.join(['-'.join(row) for row in list\_])

def string\_to\_list(string\_):

return [row.split('-') for row in string\_.split('\n')]

def find\_location(rows, element\_to\_find):

'''Find the location of a piece in the puzzle.

Returns a tuple: row, column'''

for ir, row in enumerate(rows):

for ic, element in enumerate(row):

if element == element\_to\_find:

return ir, ic

# we create a cache for the goal position of each piece, so we don't have to

# recalculate them every time

goal\_positions = {}

rows\_goal = string\_to\_list(GOAL)

for number in '12345678e':

goal\_positions[number] = find\_location(rows\_goal, number)

class EigthPuzzleProblem(SearchProblem):

def actions(self, state):

'''Returns a list of the pieces we can move to the empty space.'''

rows = string\_to\_list(state)

row\_e, col\_e = find\_location(rows, 'e')

actions = []

if row\_e > 0:

actions.append(rows[row\_e - 1][col\_e])

if row\_e < 2:

actions.append(rows[row\_e + 1][col\_e])

if col\_e > 0:

actions.append(rows[row\_e][col\_e - 1])

if col\_e < 2:

actions.append(rows[row\_e][col\_e + 1])

return actions

def result(self, state, action):

'''Return the resulting state after moving a piece to the empty space.

(the "action" parameter contains the piece to move)

'''

rows = string\_to\_list(state)

row\_e, col\_e = find\_location(rows, 'e')

row\_n, col\_n = find\_location(rows, action)

rows[row\_e][col\_e], rows[row\_n][col\_n] = rows[row\_n][col\_n], rows[row\_e][col\_e]

return list\_to\_string(rows)

def is\_goal(self, state):

'''Returns true if a state is the goal state.'''

return state == GOAL

def cost(self, state1, action, state2):

'''Returns the cost of performing an action. No useful on this problem, i

but needed.

'''

return 1

def heuristic(self, state):

'''Returns an \*estimation\* of the distance from a state to the goal.

We are using the manhattan distance.

'''

rows = string\_to\_list(state)

distance = 0

for number in '12345678e':

row\_n, col\_n = find\_location(rows, number)

row\_n\_goal, col\_n\_goal = goal\_positions[number]

distance += abs(row\_n - row\_n\_goal) + abs(col\_n - col\_n\_goal)

return distance

result = astar(EigthPuzzleProblem(INITIAL))

for action, state in result.path():

print('Move number', action)

print(state)

**Output:**
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